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Abstract. ADLs are used in Software Engineering to describe the architecture of an application. This description can be used by different tools to support architectural analysis. Composition Languages on the other hand focus on the construction of executable applications out of components. Unlike ADLs a composition language allows the construction of new components and frameworks from smaller entities. By combining these two languages into an Architectural Composition Language (ACL), however, it is possible to combine their advantages. In this paper we present the requirements for ACLs and the design of our Architectural Composition Language. A combination of both approaches allows the explicit description of an architecture while still permitting the construction of executable applications and new components from fine-grained existing components.

1 Introduction

Architectural Description Languages (ADLs) are used for various purposes in the design stages of a project. ADLs are used to describe the architecture of an application, and thereafter check if the architecture fulfills the constraints specified by the software engineers. Most ADLs, however, provide only a static definition of an architecture or cannot be executed directly. Additionally, they cannot be used for the composition of new components. Although ADLs can be used for the generation of the outline of an application’s implementation they focus on the description of the application’s architecture. After the application’s outline has been generated application developers have to fill in the missing parts.

Composition languages [11] require the ability to define new components and component frameworks reusable within the language. Component-based software engineering relies heavily on previously built components and demands a powerful language to describe the application’s architecture in a way that cannot only be executed but analyzed as well. Since such a composition language is the synthesis of ADLs [10] and composition languages [11] we call languages that fulfill the above requirements Architectural Composition Languages (ACL).

In this paper we present the requirements for ACLs:

- Constructs for describing applications built out of COTS components based on standard component models such as JavaBeans, EJB, CORBA and COM+ in one application.
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- An explicit view of the architecture by separating the definitions of the COTS components available for an application, the connectors, and the application configurations into distinct parts that allow constraint checking on the architecture. On this basis it is possible to check whether the architecture fulfills the required constraints.
- Constructs for the definition of new component frameworks, new components and new connector types that can be instantiated as connectors and components.
- In contrast to ADLs, an application modeled with an ACL has to be executable.

This paper is structured as follows. In section 2 we present related work and the terminology used throughout this paper. In section 3 we define the requirements for an ACL. Section 4 mentions the research issues we will focus on in the future and we draw our conclusions in section 5.

2 Background

Our work is closely related to two classes of research. The first is research based on traditional architectural description languages. Architectural Description Languages (ADLs) are languages that can be used to model and describe software architectures. An architectural description consists of several building blocks: components, connectors, and architectural configurations. Components are the units of computation. Connectors are used to model interactions among components and implement constraints on these interactions. Architectural Configurations describe an architectural structure (topology) between components and connectors [3]. According to [10] an ADL has to model components, connectors, and their configurations explicitly. Tools can make use of the information stored within the ADL to analyze if the architectural structure enables proper communication between the components and if the desired behavior can be achieved with the deployed connectors [14].

Various architectural description languages are in use today [3, 4, 9, 10, 14] that have their focus on different issues. For instance, Darwin is solely concerned with the structural aspects of an architecture [9]. Wright focuses on architectural behavior and provides a notion for handling with reconfiguration [3], and ACME is an architecture description interchange language [4]. UniCon [14] supports rate monotonic analysis important in the area of real-time scheduling. An ADL that comes close to our requirements is Rapide. Rapide, however, is targeted at the execution of prototypes and assumes that interfaces are defined prior to their implementation [8].

The second class of research is concerned with composition languages. Requirements for composition languages are stated in [11]. All existing composition languages we have found refer to some or all of these requirements. Among the existing composition languages Piccola [1, 2], implements most of these requirements and can be adapted or extended to various application environments.

The goal of Composition Languages is the description of applications consisting of already existing components. Code written in a composition language is executable in the sense that it can be interpreted at run-time or that it can be compiled into an executable representation form. Most composition languages allow the definition of new composition elements that can be used within the same composition configuration or within other configurations that reference the former.

Although according to [11] composition languages can make an applications architecture explicit, none of the existing composition languages allows to express an architecture in a
way similar to ADLs. Unlike ADLs, composition languages do not clearly separate the description of components, connectors, and composition configurations. Hence, the analysis of an architecture described with a composition languages is hardly possible since connectors and connections are not described explicitly. A clear discrimination, however, if a particular language is an ADL or is a composition language might not always be easy. For instance, the composition language Piccola is able to describe a system's architecture as well [1] but for an architectural description as defined in [10] the description is still too low-level.

Traditional scripting languages such as Tcl/Tk, JavaScript or the languages based on the Microsoft Windows Scripting Host also fulfill the requirements of a composition language. The Bean Markup Language [16] allows the description of Java programs consisting of JavaBeans written in XML. The package ships with a player that executes the scripts. None of these languages, however, allows to describe an application’s architecture.

Workflow Description Languages such as WSFL [7] or XLANG [15] are used to describe workflows based on web services. These languages address the orchestration of web services, and provide direct mappings of the underlying business workflow to an application built from web services. Since web services always interact in a peer-to-peer manner [7], the constructs for connecting web services are restricted to this form of composition. In addition it is not possible to define new connector types in contrast to what we have stated as a requirement for an ACL. Workflow languages are good for the composition of web services but are not expressive enough when accessing arbitrary software components. WSFL provides constructs for binding web service activities to implementations available as executable programs or Java classes. However, to use these constructs it is necessary to provide code that converts between the data types used by the web services and the data types used within the implementations.

3 Requirements for Architectural Composition Languages

An Architectural Composition Language (ACL) has to be designed to fulfill the requirements of an architectural description language [10] and those of a composition language [11]. This allows for the execution of the application on the basis of this language while maintaining the application's architectural view. Hence, software developers only have to take care of a single system description while maintaining the flexibility of both approaches. The requirements that have to be met by an ACL are:

1. Architecture. It must resemble constructs from ADLs to allow the explicit description of an application’s architecture [4]. Tools can exploit this description to reason about capacity, throughput, consistency and component compatibility as mentioned in [14]. To support this reasoning facilities the descriptions of components and connectors have to include semantic information required for reasoning tools.

2. Extensibility. It must be possible to define new components, new connection styles and new component frameworks. These new elements must be indistinguishable from those styles already built into the language, [11]

3. Executability. It must be possible to execute an application described within an architectural composition. Additionally, it may be possible to compile an ACL description to generate a binary format of the application. Executability means that not only code can be generated that has to be filled with functionality by developers but that applications can be described completely with language scripts.
4. **Openness.** The language has to be language-independent and support components of different component models. Additionally, the language itself should be open for extensions.

On the basis of these requirements, an ACL has to explicitly model component definitions, connector definitions, and composition configurations. Component definitions describe the set of available components, connector definitions describe how the semantics for an interconnection between a set of components looks like, and the composition configuration defines the relation between the components and connectors. Hence an ACL can be seen as an ADL according to [10] that provides the functionality of an explicit and implementation-independent ADL.

Architectural styles and frameworks can be defined using framework-templates that can either be components, connectors, or both. These frameworks are generalizations of composition configurations.

### 3.1 Components

Components are the major units of composition. An ACL should distinguish between components and instances of components in a similar way as OOP distinguishes between classes and objects. Component definitions are used to describe the components required by the composition.

Each component definition specifies a *component name* that identifies the component within the ACL. The component definition consists of information about the component’s underlying component model and the component’s class within this model. Additionally, it may specify the features provided and the constraints required by the component if they cannot be derived automatically from the component. Other characteristics of the component can be specified too, such as information required for reasoning about the whole architectures.

Although the class name of the underlying component could be used to identify the component our approach has several advantages. It avoids implementation dependent component identifiers within the composition configuration and provides a clear separation of the components’ composition specification, therefore increasing the readability and portability of an ACL specification.

Depending on the component model, it may also be possible to pass *instantiation parameters* to the component. While in the case of JavaBeans, for instance, the class name is sufficient, distributed component models, however, such as Enterprise JavaBeans require more parameters such as the name server to be used. In case that references to several services provided with typical CORBA ORBs are required, a description for a CORBA object can have about ten instantiation parameters.

### 3.2 Connectors

Connector definitions declare the connector styles used by a component configuration and the properties they exhibit. They are used to model the different interaction patterns and rules that govern the interaction between components. Additionally, they define the components that may participate in a connection and the roles they may play.

Connector definitions define a *connector name* for the connection style. On the basis of this name, a connector can be referenced and instantiated to form a connection within a component configuration. In our composition language a connector is designed as a set of instances of
connections that have the same interaction pattern but possibly different components assigned to the interaction roles provided by the connection. Connectors have several elements that are necessary to define their functionality sufficiently within the language.

Connectors are the low-level connection elements of ACLs and define the semantics of the different connection styles. To be able to generate an application out of a component configuration the interpreter of the ACL has to provide support for the different connection styles. Since we allow the definition of new connector styles, it must be possible to extend the ACL parser as well. This can be achieved easily, however, by providing a shared library or class file representing the according connection style. As an implementation hint, connectors may include a reference to an implementation.

Connectors are used to build abstract interconnections between components not known until instantiated within concrete compositions. We use roles to denote how the composition will bind instances of components or other instances of connection end-points to connectors. It is the responsibility of the implementation of the language that bindings are compatible with their roles. Roles do not consist solely of the components that are used within an interconnection but can be more fine-grained and specify particular features such as events or methods.

3.3 Composition Configuration

A composition configuration defines the instances of components and the connections that participate in the configuration. Connections are instantiated by specifying the connector and assigning components or features of components to the connector's roles.

Hence, an ACL must provide structures for the instantiation and naming of component instances. Component names have to be unique such that they can be referred to by the connection specifications. Connection specifications denote the connector that has to be used for the interaction between a given set of components and the roles of the components participating in the connection. As with component instances connections have names to reference them.

3.4 Frameworks

One of the goals of ACLs is to be able to define composition frameworks where components and connectors can remain unspecified and be bound at a later — possibly execution — time. A framework can be reused within composition configurations or within other framework definitions.

Dependent on their application, frameworks can be used for different purposes. They can be used as a component, as a connector, and as a hybrid framework combining the former two. As shown in figure 1 a framework is similar to a composition configuration except that some parts of the composition are left unspecified and that we need to be able to export some of the features provided by its constituent components to the framework boundary.

It is necessary to specify the feature and component roles that need to be supplied when the framework is instantiated. Since frameworks can be seen as generics these roles can be seen as the type parameters to be bound when instantiated. Since a framework can be used as a component or a connector within compositions all provided features have to describe how they build the functionality with the use of existing components, connectors and frameworks.
Hence, it is necessary to specify the features of the components that should be available at the framework boundary.

A component framework can only be instantiated if all of the framework’s roles are bound and if the assigned roles fulfill the requirements of the framework’s underlying composition.

3.5 Component-Related Extensions

The previous sections have described the core requirements for an ACL. Other requirements that might have to be considered by an ACL are the initial states of the components used within a composition configuration and the possibility to allow the substitution of components to be substituted with different but equivalent ones.

4 Discussion

In this position paper we have motivated for the need of an ACL and defined their requirements. Currently, we are in the process of implementing ACL/1, our own simple ACL. ACL/1 will serve as our testbed to experiment with ACLs and the functionalities that should be provided beyond those presented in this paper.

Our initial results of this language show that ACLs can be used to describe the architecture of an application in a language independent way. Additionally, due to the decoupling of components and their implementation it should be possible to substitute components unavailable on a particular system with other similar components during application start-up. Slightly incompatible components could be easily adapted using type-based adaptation [5] or dynamic component extension [6].

Currently, ACL/1 is based on XML. While this simplifies the implementation of the language due to the wide availability of XML parsers the resulting language is not as compact as
could be possible. While this does not matter, if the architecture is defined using a visual design tool such as the Component Workbench [12], it will find little acceptance by programmers that prefer to write such code themselves.

In ACL/1 we use Java classes that implement the low-level connectors necessary for the inter-connection semantics such as the invocation of a method if an event occurs. Although only a small number of connectors are required to build various frameworks with ACL/1, this might be cumbersome if it were the only way to integrate new semantics such as parameter transformations. A straight-forward solution to this problem would be to embed Java source code into the connector description that will be compiled when the application is executed the first time. An alternative would be the integration or fusion with another composition language that provides powerful mechanisms for glue code description such as Piccola [2]. Design tools, however, can soften this problem by generating the connector’s implementation when necessary.

We also plan to write a parser of ACL/1 architectures for the .NET framework. We have already realized a mapping for component and component features from one component model to another one [5]. With ACL/1, the uniform component model of the Component Workbench [13] and this mapping feature we can execute applications that were targeted for the Java platform on a .NET platform using similar but different components.

Since ACLs combine a composition language with an architectural description language it is natural to make analysis on the architecture of an application. Since our language implements some of the elements ACME [4] provides it should be possible to transform the ACL architectural part to an ADL and use the tools already available for this ADL.

Since the architecture is described explicitly the implementation of a tool for determining numerical boundaries on distributed interaction execution times becomes much easier than the analysis of interaction code somewhere inside the glue code. Such values are helpful to select among various distributed component technologies and application server implementations and application server platforms.

Finally, we want to investigate existing architectural description languages and composition languages whether they fulfill the requirements of ACLs. So far, however, we have not found such an ADL or CL that can be classified as an ACL.

5 Conclusions

In this work we have presented the requirements for an Architectural Composition Language, a hybrid language that combines aspects of Architectural Description Languages and of Composition Languages. The idea of ACLs is the adoption of the concise and explicit view of the architecture from ADLs while it implements the composition and execution facilities of composition languages. While traditional ADLs do not allow the execution of an application the existing composition languages do not support architectural analysis. ACL joins both approaches and therefore combines their advantages.

ACLs allow parts of a component configuration to be left unspecified. We call such configurations component frameworks that can be used like components. They can be reused within other component frameworks or architectures allowing an ACL to be used for differently sized components.

Since ACLs provide an architectural view of an application similar to that of an ADL, it should be possible to translate the architecture defined with an ACL into an according
architecture defined with one of the existing ADLs. This allows to reuse existing tools available for these ADLs.
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